CODE ALPHA – INTERN PROJECTS

1. Basic Chatbot

* Create a text-based chatbot that can have conversations with users. You can use natural language processing libraries like NLTK to make your chatbot more conversational.

STEP 1 : Install PYTHON (3.10/64 bit )

STEP 2: Make Virtual Environment, (to develop project individually )

In Command Prompt –

1. python -m venv env ( creating a folder env i.e virtual environment )

2. C:\Users\Lenovo\env\Scripts\activate (activating the VENV )

3. pip2 install nltk1 (installs that particular module)

STEP 3 : DOWNLOAD NLTK data for tokenization

1. In python IDLE create a file chatbot.py
2. Type import nltk ; nltk.download(‘punkt\_tab’)3 ;
3. # the nltk.download line and
4. type

import nltk

#nltk.download('punkt\_tab')4

from nltk.tokenize import word\_tokenize

text = "Hello, how are you doing today?"

tokens = word\_tokenize(text)

print(tokens)

(to test for working )

**OUTPUT:**

![](data:image/png;base64,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)

STEP 4 : Function to handle responses and give your code:

import nltk

from nltk.tokenize import word\_tokenize

import random

import time

# Download necessary NLTK resources (if not already done)

# nltk.download('punkt\_tab')

# Function to process and tokenize input

def process\_input(text):

tokens=word\_tokenize(text.lower()) #Convert input to lowercase for case-insensitive matching

return tokens

#Simple response function with using tokenization

def respond():

print(" HELLO ! THIS IS A SIMPLE CHATBOX\n\n\t Instructions: \n")

print("1.IT CAN RESPOND TO GREETINGS\n"

"2.GIVE MOTIVATIONAL QUOTES\n"

"3.PROVIDE CURRENT TIME\n"

"4.MOVIE RECOMMENDATIONS\n"

"5.PROVIDE HELP\n"

"6.A DEFAULT RESPONSE TO UNKNOWN QUERIES\n"

"7.TO EXIT GIVE 1 AS YOUR INPUT \n")

while True:

user\_input=input("You: ")

tokens=process\_input(user\_input)

# Exit the CHATBOT when user gives 1 as input

if '1' in tokens:

print("Exiting!")

break

#Greetings Response

elif 'hello' in tokens or 'hi' in tokens or 'hey' in tokens:

print("Hey there!")

elif 'bye' in tokens or 'good bye' in tokens:

print("TAKE CARE ! SEE YOU LATER")

elif 'sup' in tokens or 'how is it going' in tokens:

print("I'm fine, how about you!")

elif 'fine' in tokens or 'good' in tokens:

print("ha ! Good to know ")

#Motivstional response

elif 'sad' in tokens or 'bad' in tokens or 'motivation' in tokens:

quotes=["DONT WORRY","IT WILL HAPPEN GOOD","IT WILL CHANGE","BELEIVE YOURSELF"]

print(random.choice(quotes))

#time response

elif 'what time' in tokens or 'time' in tokens:

print("The current time is: ", time.strftime("%H:%M:%S"))

#Help response

elif 'help' in tokens or 'need help' in tokens:

print("I'm here to help!")

#movie response

elif 'movie' in tokens or 'suggest' in tokens:

m=["BABY JOHN - HINDI","G.O.A.T - TAMIL","KALKI 2898 AD - TELUGU","MANJUMMEL BOYS - MALAYALAM","K.G.F - KANNADA"]

print(random.choice(m))

# Default response if none matches

else:

print("Sorry! I'm not programmed for your query")

# Start the conversation

respond()

**Glossary –**

1. **nltk -**NLTK (Natural Language Toolkit) is a Python library for working with human language data (text). It provides tools for tasks like:

* Tokenization (splitting text into words or sentences)
* Stemming and lemmatization (reducing words to their root forms)
* Part-of-speech tagging
* Parsing and syntax analysis
* Building machine learning models for text

It's widely used for learning and experimenting with natural language processing.

1. **PIP -** Pip is a package manager for Python that lets you install, update, and manage Python libraries and dependencies from the Python Package Index (PyPI)
2. punkt is the tokenizer designed for general text, like the kind used in your chatbot. It splits text into words and sentences and is ideal for natural language processing tasks.

punkt\_tab, on the other hand, is designed for tabular data and isn't necessary for typical text-based chatbot projects.

1. nltk is the overall library.

tokenization is a specific functionality within nltk for splitting text into smaller components.

Word\_tokenization is the function

1. It is in loop because till I give “1” it will be a conversational chatbot.
2. Have used if and elifs condition.
3. Have provided instructions in the start
4. Hangman Game

* Design a text-based Hangman game. The program selects a random word, and the player guesses one letter at a time to uncover the word. You can set a limit on the number of incorrect guesses allowed.

STEP 1 : Install PYTHON (3.10/64 bit )

STEP 2 : No need of module installation as its already built – in

import random1

choices=['raspberry', 'swift', 'python', 'kotlin', 'java']

word=random.choice(choices)

print("WELCOME TO THE HANGMAN GAME\nLET'S START!!!")

print("NUMBER OF LETTERS: ", len(word))2

chances=8

guessed=[]

correct=[]

while chances>0:

letter=input("\nGuess a letter: ")

if letter in guessed:

print("You already guessed that letter! Try again.")

continue

guessed.append(letter)

if letter in word:

position=[i + 1 for i, char in enumerate(word)3 if char == letter]

print("Good! The letter'"+letter+"'is in the word at position: "+str(position))

correct.append(letter)

else:

print("Sorry, the letter'"+letter+"'is not in the word")

chances=chances-1

print("Remaining chances: "+str(chances))

if all4(char in correct for char in word):

print("\nCongratulations! You guessed the word: "+ word)

break

if not all(char in correct for char in word):

print("\nGame Over! The man is HANGED!")

print("The word was: "+word)

**GLOSSARY :**

1. **Random – random.choice(choices)**

Imports the random module, which allows us to use the random.choice() function to select a random word from the given choices and stores in word variable.

1. **Len(word) –** Analyses the length of word.
2. **enumerate()**

Returns both the index and value of items in an iterable. Used to find positions of guessed letters in the word.

1. **all() Function:**

Checks if all elements in an iterable are True. Used here to verify if all letters in the word are guessed.

1. It keeps guessing till chances become 0 and have used while loops.
2. **Task Automation using Python Scripts**

* Identify a repetitive task in your workflow and create Python scripts to automate it. This could include tasks like file organization, data cleaning, or system maintenance.

STEP 1 : Install PYTHON (3.10/64 bit )

STEP 2: No need of installing any module as we will use a built-in one.

import os1

import time2

print("TASK AUTOMATION USING PYTHON SCRIPTS\n")

print("\tRENAMING THE FOLDER FILES\n")

print("1. The files in the folder starting with QP will change as Question Paper")

print("2. The files in the folder which have spaces will change to underscore")

print("3. It checks for every 5 minutes")

#ask the user to input the folder path

folder\_path=input("Enter the folder path to automate: ")

#list all files in the folder

while True:

files=os.listdir(folder\_path)3

for a in files:

try:

#replace spaces with underscores

new\_name=a.replace(" ","\_")

#replace QP with 'Question Paper

new\_name=a.replace("QP","Question Paper")5

old\_path=os.path.join(folder\_path,a)4

new\_path=os.path.join(folder\_path,new\_name)

#rename the file

os.rename(old\_path,new\_path)

print("Renamed: ",a,"AS: ",new\_name)

except Exception as e:

print("Error renaming",a,":",e)

time.sleep(20)7

**Glossary** :

1. **os Module**

Provides a way to interact with the operating system. Used here for listing files in a folder (os.listdir()) and renaming files (os.rename()).

1. **time Module**

Used to manage time-related tasks. In this code, time.sleep() is used to pause the program for 20 seconds between iterations, simulating the 5-minute check interval mentioned in the comment.

1. **os.listdir()**

Lists all files and directories in the specified folder. Here, it retrieves the files to be renamed.

1. **os.path.join()**

Joins folder paths and filenames into a complete file path, ensuring the correct format for different operating systems.

1. **String Methods:**

replace(): Replaces a specified substring with another.

Used here to replace spaces with underscores and "QP" with "Question Paper" in the file names.

1. Using a infinite while loop, to make sure it works every 20 seconds.
2. **time.sleep(20)**

Pauses the program for 20 seconds before the next iteration, making it wait before checking the folder again.